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# Context & Motivation

In 1989, John Hughes – who would later get involved with the Haskell programming language [1] – wrote an influential paper on “Why Functional Programming Matters” [2], claiming that it would substantially improve software modularity with higher-order functions and lazy evaluation. Today, over 30 years later, several functional languages like Clojure [3], Scala [4], or Elixir [5] are indeed rising in popularity. However, there is still a lack of sufficient empirical evidence for the claim that using functional programming has significant impact on software quality in comparison to other paradigms like procedural or object-oriented programming [6], especially since many other language prejudices could not be supported by studies in the past [7]. While Ray et al. [8] found some indication that functional languages may be less prone to defects than procedural or scripting languages, more research with an explicit focus on functional programming is needed to draw conclusions.

# Objectives

The goal of this study is therefore to empirically analyze projects using functional programming languages and to compare them to projects with non-functional languages. The comparison should provide insights into a potential influence of the functional programming paradigm on software qualities like functional correctness or maintainability. The concrete quality aspects to be analyzed as well as more detailed research questions should be defined by the student.

# Methods

The research will be conducted as a mining software repository (MSR) study [9][10] using a large number of open-source projects on GitHub [11]. Data collection should fully rely on tool support (e.g. static analysis tools) and automation to increase reproducibility. For the analysis, suitable techniques could be hypothesis testing, correlation, or regression. The detailed study design should be created by the student.
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